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Abstract

The purpose of this master thesis is to improve the quality of software testing in a large company developing real-time embedded systems. Software testing is a very important part of software development. By performing comprehensive software testing the quality and validity of a software system can be assured. One of the main issues with software testing is to be sure that the tests are correct. Knowing what to test, but also how to perform testing, is of utmost importance.

In this thesis, we explore different ways to increase the quality of real-time testing by introducing new techniques in several stages of the software development model. Four complementary methods are suggested. The proposed methods are validated by implementing them in an existing and completed project on a subset of the software development process. The original output from the completed project is compared with the new output.

The presented results from the validation are positive in the sense that it is shown that the test stage was more qualitative, mostly due to a higher level of quality on input from earlier stages.
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Chapter 1

Introduction

1.1 Background

This is a master thesis in computer science carried out on the behalf of Scania. Scania develop software using model based design. This is still a relatively new technique at Scania and therefore doubts exist regarding the quality of the software testing associated with the software developed using model based design.

Software testing is a very important part of software development and if the testing results are not reliable, the validity of the software cannot be either.

1.2 Goals

The objective is to review an existing software development process for a real-time system and to find room for certain improvements. The main goal is to improve the quality of real-time testing in the testing phase of the software development process.

To ease the work of identifying sections of the software development process that would benefit most from improvement measures a survey will be conducted. The survey will target persons with different roles and responsibilities in the development process.

The identified problems will be analyzed and improvement suggestions will be presented. These improvement suggestions will be validated by applying them to the development process of previously developed software.

1.2.1 Original Goals

The original general goal of this thesis was to propose a test strategy to use on software developed using model based design and automatically generated code. The following areas were to be researched:

- Which test levels are needed when using model based design?
- What must be tested at respective level?
- Which test techniques are needed and how to apply them?
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- Which tools are needed?
- Which roles are involved?
- Define the connections between requirements, design and testing.
- Required test coverage?
- The resulting strategy should be applied to an existing function.

1.2.2 Updated Goals

To get a clearer view of the problem at hand, a survey was carried out at Scania as a first step. A number of handpicked employees at key positions, within model based development, throughout the organization were interviewed. The goal was, more specific, to identify and determine the greatest risks with model based development according to the software developers at Scania. The survey results, presented in Appendix A, indicated that the developers were not worried over the fact that most of the code they worked with is generated from models. Nor did the results show that any specific concern regarding model based development versus more traditional methods existed.

The survey did, however, reveal room for further improvements in other areas within the software development process. Due to this fact, the area of this thesis differs a bit from what was originally intended.

When the results from the survey had been analyzed, a new set of goals for this thesis were established.

The results implied that most of the problems associated with testing did not originate from the test case creation itself, but rather from earlier stages of the software development process. Several of the experienced problems were due to outdated documentation – which could, for example, be the product of undocumented signal changes.

The strategy of the new direction of the thesis is to increase the quality of real-time testing by introducing a set of quality increasing measures in the software development process.

- What can be done to make the software specifications more precise?
- How could the problem with models and revision control be solved?
- Investigate the possibility to perform real-time tests.
- Which tools and roles are needed?
- The resulting strategy improving measures should be applied to an existing function.

1.3 Limitations

This thesis is limited to the software development, and software testing, department of Scania and the emphasis is not on the proper academically correct solutions but on industrial terms. The validation work will be conducted at one of the software testing departments at Scania using their test rig on ECU (Electronic Control Unit) level.
Due to technical reasons document structure and revision control will merely mimic the current method used with a couple of modifications.

1.4 Validation

The modified strategy will be tested on an existing, functional, piece of software. Some parts of the development process will not be fully carried out during the validation process. These parts will be replaced with, previously made, real data from the actual implementation of this function. The new output, generated during the validation process, will be compared against the output from the actual implementation. The results will be evaluated.

1.5 Related Work

Due to the nature of this thesis it is not possible to write about works directly related to the entire thesis, writing related works to each part would not be related to the goals. Therefore this section lists other works which try to improve software engineering in the automotive industry. Software engineering in the automotive industry is a hot topic for several reasons; one of them is the earlier lack of software engineers in the automotive industries. The amount of software in vehicles has increased rapidly [1]. The evolution of automotive engineering has brought several large topics to the automotive table [2]. Some of these are model driven development [3], test driven development, requirements engineering [4], automatic testing, real-time and model based testing [5].

Given the complexity of the amount of distributed systems in automotive systems and the communication between these it shares lots of properties with the telecommunication industry.

Most of the subjects will have to be visited in order to find out which ones actually can benefit the automotive engineering workplace today.

1.6 Thesis Outline

Chapter 1 - An introduction to the topic including problem definition and related works.
Chapter 2 - Theory on software testing.
Chapter 3 - Theory on the software development process.
Chapter 4 - Theory on formal specifications.
Chapter 5 - Theory on revision control.
Chapter 6 - A description of the quality improving measures and how they have been tested and validated.
Chapter 7 - Discussion of the results from Chapter 6 including conclusion and future works.
Chapter 2

Software Testing

Software testing is a process to verify that computer code does what it was
designed to do and nothing beyond that [6]. This is achieved by verifying
that the code satisfies the software requirements. Through software testing a
measurement of the software quality is acquired.

A failure in software testing is when the software is unable to perform ac-
cording to specifications.

Software testing is a very important task, but also very time and resource
consuming. When developing a well-engineered system at least 40% of the
development cost is taken up by testing [7]. Even a simple program can have
hundreds or even thousand possible input and output combinations [6]. Having
test-cases for all possible combinations would be too resource-consuming.

Tremendous amount of money can be saved by discovering the fault in an
early stage of the software development process - preferably before the testing
stage. The cost of correcting a fault found in the software with respect to when
in the process it is found is visualized by Figure 2.1. As the figure indicates,
the growth in cost is almost exponential and the increase in cost does really
accelerate after the testing stage. Good test design is very important to keep
the development costs down.

2.1 Static and Dynamic Testing

2.1.1 Dynamic Testing

When performing dynamic testing the code is executed along with a set of
specific test cases. The purpose is to examine the behavior of the system with
the aspect of variables that changes over time.

Two important test strategies which can be categorized as dynamic testing
are black-box testing and white-box testing, described in Section 2.2 (note that
black-box testing and white-box testing also can be categorized as static testing
- it all depends on what is being tested and how the tests are performed).

2.1.2 Static Testing

Static testing is performed without actually executing the code. Static analysis
and reviews are the two main techniques used in static testing. Reviews can be
2.2 Test Design Methods

It is important to understand which test design method is used during test design. Once the tests have been implemented, it is not always obvious which method was used to create each test and the influence of the specific method. Traditionally test design is divided into white box testing and black box testing. Neither of these two can, on their own, depict the quality of the system. Used together, however, they can give the tester good knowledge of system quality.

2.2.1 Black-Box Testing

When performing black-box testing the test cases are designed based on an analysis of the software specification. The system is viewed as a black box with no knowledge of the internal workings. The test cases are executed with input data derived from the specifications and the output data is compared with the expected outcome.

Black-box testing tests the functional requirements of the code and can be applied to whole systems as well as small modules of code as long as good
specifications and requirements exist. If black-box testing is to be used to find all errors of a program, all possible combinations of input data should be tested – this is called exhaustive input testing [6].

2.2.2 White-Box Testing

When performing white-box testing the test cases are designed based on an analysis of the internal structure of the software. The tester has full knowledge of the code and test cases often strive to ensure that every decision and branch of the software is tested and every line of code executed. The implementation itself is tested.

Input data is derived from the conditions of the decision points in the source code.

In contrast to black-box testing, white-box test cases cannot be created until actual code has been written. Changes in the implementation often require the test cases to be rewritten.

2.3 Test Levels

Tests can, and should, be carried out at different stages of the software development process. The V-model (see Section 3.2.5) describes the development activities as well as the test activities of a software development life cycle - all the way from specifications to maintenance. The connection between each development activity and corresponding test activity is illustrated in Figure 3.5.

2.3.1 Unit Testing

Unit testing is the lowest level of testing. The correctness of particular modules of the code is tested. This is usually performed by the developer and found faults are corrected directly with little, or none, formal documentation. The tester has direct access to the code and usually the development environment or certain testing tools are used to trigger specific events to be observed.

2.3.2 Integration Testing

Integration testing tests several software components as a group. The main purpose is to test the data flow between the modules. Integration testing is used both to expose faults when integrating modules as well as when integrating subsystems of a total system.

2.3.3 System Testing

In system testing the complete system is tested. The approach used is usually black-box testing (see Section 2.2.1) and the test environment is built to match the target system as much/close as possible.
2.3.4 Acceptance Testing

Acceptance testing is the highest level of testing. At this point no faults are expected to be found. The product is tested as a whole and can typically be done by, or observed by, the customer.

2.4 Testing of Real-Time Systems

A real-time system is a system that has to respond to events predictably and on-time.

"Any information processing activity or system which has to respond to externally generated input stimuli within a finite and specified period." [9]

As stated in Chapter 2, a software failure is the inability to perform according to specification. The cause of failure can either be the lack of correctness or failure to produce a response within the specified timeline when speaking of real-time systems.

Real-time systems can be classified as hard or soft real-time systems. Systems in which system failure due to failure to meet response time constraints causes severe consequences such as aircraft crashing, or any other situation where people can get hurt, are called hard real-time systems. In contrast, soft real-time systems are systems where failure to meet deadlines at most just causes inconvenience among users and the system is continuing to work.

Testing real-time systems is more complicated than testing more conservative systems. These system needs to be completely predictable and aspects like timing and resource usage are of utmost importance. The worst case execution time (WCET) for a task is one of the most significant metrics to have knowledge of when working with a hard real-time system. The WCET is the maximum length of time a task requires on a specific hardware platform. The deadlines in a hard real-time system is non-negotiable, regardless of the system load, deadlines has to be met.

To be able to fully test the dynamic behavior of a real-time system a dedicated test rig and a specialized test environment is often needed.

2.5 Automated Testing

Test automation is a technique to effectively reduce the time needed to perform comprehensive software testing. When testing software manually the tester has to carefully try various usage and input combinations systematically and compare the results with the expected outcome.

Automation of functional testing which is normally done manually is a way to increase the effectiveness of testing. One of the biggest advantages of test automation is regression testing. As soon as a suite of automated tests for a system has been written, the task of re-running these tests can be accomplished rapidly and without delay. By re-running the test suite at each new release of the system, regression testing becomes more effective.
2.5. AUTOMATED TESTING

2.5.1 Test Execution Automation

To avoid the need of running each test manually, test scripts can be written. A test script is a list of actions, to be run sequentially, along with related data. Each action is interpreted by a testing tool and appropriate action is performed with associated data.

When using this method tests can, for example, be run unsupervised overnight with a huge amount of different test data.

Several approaches to automatic testing exists - the most important one for this thesis, model-based test generation, is described in Section 2.5.2.

2.5.2 Automatically Derived Tests

When models are used in software development more options of automatic testing becomes possible. Models can either be used as abstract presentations of systems at different levels, or they can be complete representations of the system where the actual code is generated from the model. A model which is merely a partial presentation of the actual system will be able to derive functional tests on the same level of abstraction as the model is. See Figure 2.2 for an example of how the process for automatically derived tests can look like.

According to Utting [10] these are the advantages and disadvantages of model-based-testing.

Advantages of model-based-testing:

- Abstract tests – tests can be generated and executed on different levels of abstractions.
- Automatic test execution.
- Automatic regression testing.
- Automatic design of tests.
- Systematic coverage.
- Measure coverage of model and requirements.

Disadvantages of model-based-testing:

- Modeling overhead.\(^1\)

\(^1\)In those cases where the source code is not generated from the model.
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Figure 2.2: Model based testing - the test process.
Chapter 3

Software Development Models

This chapter will explore what a development process is along with some of the most well know development models. In Section 3.2.8 the models are compared using normal questions such as: "How much will the customer be involved?", "How well does the project scale?" and "How well will we be able to maintain the product?".

3.1 Development Process

The development process provides basic rules and philosophies for developing. Some of them are strict, others do not even provide the steps in which you work but merely a frame of mind, such as the Spiral Model (see Figure 3.2.3). A company, or group, need to define what is important for them in order to implement the most suitable development process. To embark on the journey of finding the best suited development process one must know what defines a project and how a project defines working routines. A set of ordered tasks are called a process [11], a project is defined as transferring something from one domain to another. Combining these two definitions we get a project process, or a set of ordered tasks which transfers an idea (or order) into a product. These ordered tasks are commonly the following:

- **Project initiation and planning / Recognition of need / Preliminary Investigation.**
  In this task the problem is defined and a course of action is made.

- **Project identification and selection / Feasibility study.**
  In this task all of the requirements(hardware, software, maintainability) are taken into consideration to see if it is feasible to carry out the project. There is also a study on how this project will affect the company in a monetary way, if it will decrease investments or increase revenue/profit for example.

- **Project analysis.**
  The existing system, if one, should be examined and bring out any prob-
3.2 Development Models

Some of the most common, and well known, development models are presented here. In Section 3.2.8 a graph is presented with the properties of the different development models weighted against each other.

3.2.1 Waterfall Process Model

The waterfall model is one of the most basic development process models, the idea behind it is to gather all the steps that make a project and go through them one at a time (see Figure 3.1).

A sample set of steps is: Feasibility study, Requirements analysis and specification, Design specification, Coding and module testing, Integration and system testing, Delivery, Maintenance [12]. This approach has its clear pros; it is linear and very distinct in where the development is, the development is segmented and has proper documentation. This is why it was a very popular development process model during 1970’s [12], which was 20 years after it made its appearance in literature. Waterfall model does have its disadvantages; for most projects it is difficult to define all the requirements in the beginning of a project and this model is not defined to handle late changes, there is no software output until the process is done, there is no risk analysis.
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Figure 3.1: The Waterfall Model.
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3.2.2 Prototyping Process Model

It is fairly common that all the requirements are not set or cannot be set during project initiation or that an idea is more general than needed to be able to use the waterfall process model. In these cases it is better to create parts of a project, or the entire project filled with mock-ups, and present to the customer. At this point the customer can give feedback and more guidelines/requirements. Prototyping is also suited for cases when the developer is unsure of algorithm efficiency or platform capability. Prototyping quickly iterates (see Figure 3.2) the steps for a tangible development process.

The clear advantages are good quality of the software, the client gets what the client needs and not what he initially thought he needed. Due to the interaction with the customer there is almost no need for customer training after product release. Although constant interaction with the customer can also be seen as a negative aspect, especially when lots of time is spent overhead developing parts of the project. It is not clear to see how the product will be when the project starts and it is extremely hard to predict how much work will be needed. These are some, or all, of the downsides of prototyping.

3.2.3 Spiral Process Model

The goal of the spiral model was to combine the advantages of a linear segmented model with the advantages of an iterative process model. The spiral process model provides a framework for such a process, most commonly seen combinations are evolutionary vs. waterfall. Another way of looking at this model is a waterfall model with each phase preceded by risk analysis [13]. Boehm [14] defines risk management as "a discipline whose objectives are to identify, address and eliminate software risk items before they become either threats to successful software or a major source of expensive software rework" This model is recommended when developing large, complex systems. It is seen in Figure 3.3, the figure has approximate explanations marked by 1,2,3 and 4.

Advantages of this model include risk driven development, since each time the process enters the second quadrant a risk analysis is performed. There is not
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a heap overhead of documentation, this model is quite flexible and it includes prototyping.

There are a couple of disadvantages, for one the model relies on expertise. Also the model is not explicitly guided; there are no clear objectives, constraints or alternatives.

3.2.4 Iterative Enhancement Model

The Iterative enhancement model is an iterative linear sequential model with philosophy from prototyping. In order to use this model the software must be broken down into modules for each increment to work (see Figure 3.4). The first module developed should be the core module. And the later on in the development you get, the modules contain more and more fine grained and advanced functions.

This advantage of this process is feedback from an early increment can improve later increments it has short intervals which increase moral.

This process however can also suffer from shared errors/faults which when found in a late increment if forces rework of the earlier increments. This type of process cannot easily be applied on all projects and it suffers from overhead due to switching etc.

3.2.5 V-model

The V-model is a variant of the waterfall model that demonstrates how the testing activities are related to the design and analysis [11]. It is shown that the tests on unit and integration either prove or find flaws in program design –
3.2. DEVELOPMENT MODELS

![Figure 3.4: The Iterative Enhancement Model.](image1)

Figure 3.4: The Iterative Enhancement Model.

![Figure 3.5: The V-model.](image2)

Figure 3.5: The V-model.

system testing evaluates system design (see Figure 3.5). When a fault/flaw/error is found in a testing phase there is no need to redo all of the process steps.

The V-model is a bit less "costy" than the waterfall model, it is a semi linear model. The possibly biggest advantage is, the reason it is called "Validation and Verification model", the constant validation and verification.

Although it still suffers from a long time from requirements to testing, it requires many different project roles and is mostly fitted for longer projects.

3.2.6 Extreme Programming

Extreme programming [15] is one of the most well known agile developments, as such communication with the customer is one of the core values in Extreme Programming. The others are simplicity and testing. Extreme programming is a test driven development in the way that the programmers write their own tests before or at the same time as they write the actual code. One of the most
common reasons for software projects being late is lack of communication, the
requirements does not match the costumers original ideas or the algorithms are
too fast/slow. With a costumer on site to see the progress and test the new
features/GUI as they are developed removes this uncertain outcome. Time is
most often of the essence and there is no time to find the best solution to all
the problems, therefore Extreme Programming says to find the easiest solution
and if there is time re factor it.

The clear advantages of Extreme Programming are its short iterations and
fast development pace, just solve the problem at hand and move on. If there is
time a programmer will re factor the code. The customer is on site and controls
where the project is heading. The programming is done in pairs, which means
that two programmers sit side by side and solve the problems.

With great advantages comes disadvantages, the quick pace leaves almost
no time for documentation, the lack of structure makes this model only suitable
for small groups and it requires a customer on site.

3.2.7 Other Process Models
There are several more process models, some more famous and some less famous.
Amongst others are several different mutations of the waterfall model, with
prototyping and with step by step feedback. There are other agile methods
such as Scrum. Depending on the project layout some are more important than
others but there is no single solution for all projects.

3.2.8 Model vs. Model
To get a grip on how the different development models actually compare to each
other a spider web graph can be drawn with some of the relevant properties.
The relevant properties in Figure 3.6 were found to be how much time is spent
on some things, how much overhead is found in some parts and how much the
customer (or product client) is involved during the process. Note that some of
the values can be seen as ”bad”, such as time between requirements specification
and test/product.

To fully understand how these spider graphs work we examine the V-model,
located in the top left corner. This is a graph over how the V-model is distributed
according some basic principles. Beginning at the top and going clock wise we
see that this model requires quite a lot of documentation, there is some but
not much customer involvement. The time from the start of the project until
it is a product is quite long and the iteration lengths are quite long. This
model is scalable to large project, there are few iterations, risks are weighed
but the project is not oriented by them, it has tests but the main time is not
spent on them. The project is easily maintained, if the project is started it is
always feasible, there is quite a lot of documentation overhead but not so much
overhead due to implementation. Overall there is some project overhead, there
is experience exchanged in and between projects but not so much most of the
experience is kept to the person finding it. There is an abundance of roles and
there is a large gap of time between when specifications are written and when
they are tested.
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Figure 3.6: Diagram over model usability.
Chapter 4

Formal Specifications

This chapter will explore what requirements are, how to write specifications for requirements and some formal languages that exist for this purpose.

4.1 Requirements

A requirement is a capability that must be met or possessed by the system or software. Testing is an efficient way to check if the system or software meets a certain requirement. However throughout history requirements have been hard to test for several different reasons mostly due to poorly defined and not measurable requirements [16, 17]. One simple example of a poorly written requirement is:

"The execution should be fast."

How do we define "fast"? According to what standard should the execution be "fast"? In animation rendering a couple of hours can be considered fast but update speed of a screen might be slow if it takes 2ms. Requirements can however be more sophisticatedly written and still not describe the system/product. For example:

"The program should calculate salaries and income tax for each employee according to normal tax codes."

This does not regulate how to get normal tax codes, according to what standard, if this should be done automatically, always, manually or periodically (when salaries are sent out). It does not regulate if this is a function accessed by a button in the GUI or if it is a stand-alone command. In order to create qualitative requirements one should have a more formal way of describing the requirements. There are many different ways of formally describing requirements, from the simplest way of following checklists when writing requirements to hardcore mathematical logic based languages for requirements (such as Haskell [18, 19]).

4.2 Specifications

To establish a good products through requirements they must be specified correctly [17]. The specification is one of the communicational routes between
Specifications should:

- explain what is needed, not how to achieve this.
- not be stated more than once. ¹
- not have any missing data.
- have only one possible interpretation.
- not contradict any other requirements.
- not contain unnecessary data.
- be feasible.
- be understandable for all concerned parts.
- be testable.

For real-time systems a couple of other aspects [20] should be considered:

- Model nonfunctional requirements as a part of the specification models, especially timing properties.
- Omit hardware and software assignment in the specification (another aspect of design rather than specification).
- Be consequent in abstraction and levels of refinement across models.

There are several different possible routes to achieve this, the most simple one is to make this list into a checklist and iterate over all the requirements. Checklists are proven to only work during a period of time, most often until the person handling it thinks he/she knows all of the steps by nature. Therefore other operation methods have emerged, languages specifically made for specifications have been written, such as Z (see Section 4.3.2). The unified modeling language [21] has been used for this as well, with use-case diagrams and other types of models. Proprietary software has been developed in the same philosophy as using UML, for example Rational Rose Data Modeler developed by IBM [22].

### 4.3 Different Ways to Formal Specifications

As mentioned in Section 4.1 there are several different ways of writing more or less formal specifications, in this section some of the more and less commonly used ways are presented.

¹Unless explicitly needed.
4.3. DIFFERENT WAYS TO FORMAL SPECIFICATIONS

4.3.1 Mathematical Logic

The nature of mathematics is to describe behavior in a simplified manner. Using a subset of mathematics, namely mathematical logic, we can describe any computer system or automaton. To describe behavior several aspects of logics would be needed, for example we would need to know predicate logic to form functions such as:

\[ \exists x P(x) \] (4.1)

Where we could define the function \( P(x) \) as \( x \) being an odd value. Propositional logic would also be needed in order to form theorems such as:

\[ A + B = B + A \] (4.2)

For dynamic systems, systems which output change depending on time or time based logic, temporal logic would also be needed. A temporal logic is a logic in which temporal modalities can be expressed. Simple logical statements as "the system works" are constant but the truth value varies over time. Temporal logic can express statements containing operators such as "until" and "eventually", using temporal logic we can describe statements such as "the system will work until someone breaks it", "the system will always work". The easiest way to realize temporal logic is by referencing to a state-machine where the truth value is depending on which state it has transcended into.

There are clear advantages of using this kind of formality to describe behavior and requirements. Using a functional programming language such as Haskell [18, 19] the behavior can be tested long before it is implemented, also there exists possibilities to automatically derive test cases. However, Mathematicians are seldom found as authors or readers of requirements and their skills are not often found in the common workplace.

All of the following formal specification languages are either tightly coupled with mathematics or can be formally verified by mathematics. Though all of the following representations are "simpler" than sheer mathematics.

4.3.2 Z

One of the more known formal specification languages is Z [23], pronounced, and sometimes written, Zed.

"The Z notation is a formal specification notation based on set theory and predicate calculus." [24]

In short term Z is an application of mathematical logic with its own syntax. It is easier to explain through a small example rather than explaining the correct syntax, the syntax can be found in [23]. The example is a disk storage to which you can write. In Z this disk storage could be written as the DiskStorage-schema below. First, the values used are declared, they can be internal, inputs or outputs. Below the line is where a set of rules are stated.

\[ Light\_states ::= ON \mid OFF \]
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---

\[
\begin{align*}
\text{DiskStorage} \\
\text{contents} & : \mathbb{Z} \\
\text{capacity} & : \mathbb{Z} \\
\text{reading} & : \mathbb{Z} \\
\text{danger\_level} & : \mathbb{Z} \\
\text{light} & : \text{Light\_states} \\
\text{contents} & \leq \text{capacity} \\
\text{light} & = \text{ON} \iff \text{reading} \leq \text{danger\_level} \\
\text{reading} & = \text{contents} \\
\text{capacity} & = 200 \\
\text{danger\_level} & = 30
\end{align*}
\]

Reading this figure would textually be: Diskstorage has a capacity of 200, when there are only 30 or less left a light will be lit. Also, contents can never exceed the capacity level and it is only possible to read existing contents. To facilitate this disk storage we need to define a writing operation, this is done in StorageOK. StorageOK has amount as an input and a requirement that the current contents of the disk storage plus this amount is not greater than the capacity of the disk storage. If this is so, then the disk storage will be updated (the delta sign means that this function will change the object) according “new contents is the old contents plus the amount”.

\[
\begin{align*}
\text{StorageOK} \\
\Delta \text{DiskStorage} \\
\text{amount} ? : \mathbb{Z} \\
\text{contents} + \text{amount} ? \leq \text{capacity} \\
\text{contents}' = \text{contents} + \text{amount} ?
\end{align*}
\]

But this is not enough to create a robust system. There is a need to have the corresponding, but erroneous, definition as well. NotEnoughDiskSpace is defined to not change DiskStorage (Xi means that no change will be done) but return an array of chars (for simplicity it is here called MSG). The result! is only given if capacity is less than the contents plus the new amount.

\[
\begin{align*}
\text{NotEnoughDiskSpace} \\
\Xi \text{DiskStorage} \\
\text{amount} ? : \mathbb{Z} \\
\text{result}! : \text{MSG} \\
\text{capacity} < \text{contents} + \text{amount}? \\
\text{result}! = \text{‘Notenoughdiskspace, savecanceled’}
\end{align*}
\]

A robust definition of the entire functionality is written according to the following line.

\[
\text{WriteToDisk} \equiv \text{StorageOK} \lor \text{NotEnoughDiskSpace}
\]

This means that WriteToDisk is either StorageOK or NotEnoughDiskSpace, there is no other option for it.
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Z has been used with timing for real-time etc. – although not very widely due to the requirements. It can also be used to automatically derive test cases [25] and see whether or not algorithms work.

4.3.3 Unified Markup Language

UML, or Unified Markup Language, is a commonly known standard general purpose modeling language [21]. It is used for modeling a system, which is more than graphical representation of the parts, on different abstraction levels and with different approaches. Some of the more known, and used, behavior methods defined in UML are State Machines, Use Cases, Activity, and Interaction Diagrams. UML is also used for structural diagrams, including but not limited to, Class, Object, Package and Component diagrams.

Since the founding concept of UML has evolved other methods has taken advantage of new notations, also new methods have been created solemnly based on UML. IBM Rational Unified Process is probably the most famous of them. UML has been the foundation for several more specific solutions such as the Abstraction Method.

4.3.4 Message Sequence Chart

Message Sequence Chart, now addressed as MSC [26], is an interaction diagram. It is very similar to UML but is a child of Specification and Description Language, SDL. SDL is a formally complete specification language, which allows code to be generated from the charts. SDL is defined by the Telecommunication Standardization Sector, ITU-T [27], and was initially focused on telecommunication. SDL has lately been applied on general real-time applications. At the release of the new standard SDL-2000 there was also an UML-profile called ”Sequence Diagram” [28].

Message sequence charts are used to describe behavior in a system by a series of ”calls” and ”self calls” (Figure 4.1). This can be used to capture the requirements of a system if modeled correctly. In Figure 4.1 we can see that a user (or agent) wants to see today’s calendar, the computer calls the server and wants to login. After the login it requests today’s activities, after the response it logs out and terminates.

However MSC does not require certain behavior in any of the scenarios but only gives a representation on how a good execution would act, it does not say that is has to be this way. These inconsistencies have lead to an extension called Live Sequence Charts.

4.3.5 Live Sequence Charts

Live Sequence Charts [29], abbreviated LSC, have introduced several capabilities such as temporal attributes and prerequisites for execution. LSC is able to handle intra-object behavior, which is one of the things MSC lack.

The framework provides means of creating while- and for-loops through bounded and unbounded looping when combining this with cold conditions (if-statements).

A simple example can be seen in Figure 4.2 where there is a user using an interface button and the system is handling this. Described in order of appear-
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Figure 4.1: Message sequence chart (sequence diagram).
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Figure 4.2: A simple example illustrating LSC.

ance we have involved parts (user, systems), the prerequisites (incl. actuating
and setting time) and then the actions (including the actuality). To describe
what actually happens, with a top down perspective, first the user presses the
On-button. This is also a prerequisite for the execution in the "box" to happen.
There are timed sanity checks to see if the heater should be turned on or not.
There are two checks, the first one is set to abort if there has been less time
than T+1 from the user pressed the button until the heater is turned on. The
second one is set to abort (and make sure the heater state was not altered) if it
takes too long to turn the heater on.

Looking at the structure of LSC it is clear that the semantics of LSC makes
it easy for anyone to see what should happen in a system. This is ideal when
development and testing is separated into groups, due to the simple fact that
communication will be made easy and dependable of previous knowledge and
experience.
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Document Version Control

Revision control software is used to manage and keep track of the complexity of software under development. Modern software is often very complex with developers located at separate geographical locations. Without revision control software it would be very difficult to keep track on changes as the software evolves. Revision control does not exclusively refer to software revision control. Management of documents or any other computer file also falls under revision control.

5.1 How it Works

A basic revision control software contains the following elements:

- **Client** - The computer which connects to the repository.
- **Repository** - The database which stores the revision controlled files. Can either be centralized or distributed.
- **Trunk** - The root folder in the repository.
- **Working copy** - The local copy of the files on the client computer.

The revision control software manages changes in files by having a repository which a client connects to with different requests. The repository stores the managed files and keeps track on them by attaching a revision number to each file. Common actions of a revision control software:

- **Add** - Start version controlling a new file and adds it to the repository.
- **Branch** - Makes a copy of the file to be worked on in a different branch.
- **Changelog** - Displays a list of changes made to the file.
- **Check in** - Puts the file in the repository under a new revision number.
- **Check out** - Gets the latest version of a file from the repository.
- **Conflict** - Occurs when pending changes to a file overlap.
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- **Diff** - Displays the differences between two files.
- **Head** - The latest revision in the repository.
- **Merge** - Joins the changes from one file to another.
- **Revert** - Cancels the local changes made to a file and replaces it with the latest version of the file from the repository.
- **Revision** - Displays the version of a file.
- **Update** - Gets the latest version of all files in the repository.

When a change is made to a file, and it is checked in, the revision number increases. Each revision is linked to the person who made the changes associated with that particular revision and a time stamp. Revision control software are often very versatile tools with capabilities beyond the actions described above.

The traditional revision control model uses a centralized server for storage of the repository and to execute the revision control functions on. Since the beginning of the 21st century revision control software with a distributed repository solution has appeared [30]. Distributed revision control uses a peer-to-peer system where every copy of the project keeps all the related metadata and project history.

Figure 5.1 visualizes the history tree of a revision controlled project, showing branching and merging.

5.1.1 Parallel Development

The ability to maintain several development branches simultaneously is one of the most powerful features of revision control. A simple example of how it works will follow.

The repository contains a single file test.txt. Contents of test.txt:
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A "release" is made of the file - release 1. When a file is released a tag is created in the repository which marks the state of the file the time it was released. The tag is associated with a new development branch. This new branch will only be used for maintenance of the newly made release while the trunk file will be used for further development.

Development continuous and test.txt (in the trunk) now contains:

```plaintext
Lorem ipsum dolor
sit amet,
mutationem adipiscing
```

A defect is now found in release 1. The word "mutationem" is supposed to be "consectetuer". The fastest way to fix this is to release a patch for release 1. Waiting for a stable release 2 would take too long. Release 1 is downloaded from the maintenance branch and the defect is corrected.

Release 1.1 is now created from the maintenance branch with the defect corrected. Release 1.1 does not include any of the new development. In parallel to this patch fix, development could continue unhindered in the main development line.

It would be redundant work to fix the defects in release 1 once more in release 2. The solution is to merge release 1.1, which contains the correct code, with the main development line before release 2 is created. "Conflicts" occur when bug fixes overlap the new development. Usually the symbol "<<<<<<<" marks where a conflict starts.

```plaintext
Lorem ipsum dolor
sit amet,
consectetuer adipiscing
```

Conflicts found have to be manually resolved. When all conflicts are resolved the file is committed and the merge is complete. A defect-free release 2 can now be created. Figure 5.1 shows the development in parallel with maintenance and finally the merge between the two, resulting in release 2.
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Figure 5.2: This is how Simulinks block diagramming tool presents the model to the user.

5.2 Simulink Models

Simulink is a part of MATLAB [31], developed by Mathworks. It is a development environment for modeling, analyzing and simulating embedded and multidomain dynamic systems. Simulink uses a graphical block diagramming tool as the interface to the user. The close integration with the rest of MATLAB provides tools to customizing the modeling environment, create batch scripts and develop algorithms to name a few.

Figure 5.2 illustrates Simulinks block diagramming tool.

5.2.1 The Model File Format

The Simulink model file is a structured ASCII file. The file is organized in a hierarchical order and describes the model with keywords and parameter-value pairs.

The model file is composed by seven different sections.

- **Model Section** - The model section contains all other sections; this is at the top of the hierarchy. Parameters such as the model name and configuration set parameters are defined here.

- **Simulink ConfigSet Section** - Identifies the active configuration set of the model.

- **BlockDefaults Section** - The default values for common block parameters in the model are defined here.

- **BlockParameterDefaults Section** - The default values for block-specific parameters are defined here.

- **AnnotationDefaults Section** - The default parameters for all annotations in the model are defined here.

- **LineDefaults Section** - The default parameters for all lines in the model are defined here.

- **System Section** - Each system in the model, both top-level system and subsystem, is described in a separate system section. All system level parameters are defined here.
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It is somewhat problematic to properly revision control Simulink model files. This is primarily due to a couple of reasons. The fact that the model files are composed the way they are and how they are manipulated by the user are two of the reasons. The user manipulates the model primarily through the Simulink block diagramming tool. Changes made to a block in the model can result in changes widely spread throughout the actual model file. The user receives no visual feedback on the changes made by his actions to the text content in the file. This can be compared to a programmer who is writing source code directly to the file he is manipulated, he or she sees every single change made to the file directly.

This leads us to the next reason of the problem with revision controlling Simulink models. As described in Section 5.2.1, the model files are structured text files, hence there should be no problem comparing two model files with an arbitrary diff-tool to display the differences between the files. They can be compared with a diff-tool without problem, the problem lies in presenting the differences to the user. As the user has exclusively worked on the model via a graphical user interface he or she will have no idea about what to make of all the changes in the structured text presented by the diff-tool - which renders traditional diff-tools practically useless when comparing models.

The reasons described above makes revision control of Simulink model files a lot less effective than revision control of traditional software source code files. Specific changes to models cannot be tracked and this makes parallel development virtually impossible.

5.3.1 Document/File Dependencies

Having multiple users work on the same project creates several dependencies and potential pit falls it puts a great responsibility on each user to always maintain a correct repository, which means working code and related binaries. Using models create another potential error in this chain, which means the model must be at the same version as the generated code and the binary.
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Proposed Improvements

In this chapter focus is on specific improvement proposals, shown in Figure 6.1, how they are implemented and how their performance is measured. Figure 6.3 gives a picture on how the improvement suggestions are connected to the development process seen in Figure 6.2. The connection maps show how entangled this integration is, but also shows that there are no extra formal steps. Figure 6.2 is defined as the original graph and the methods are introduced into Figure 6.3. The graphs contain a black circle which is the concept, in the original graph there is only one and it is called Software Development Process. This concept has several steps, or contains several parts; these are gray medium sized circles which are connected to the concept. The steps can, in some cases, be divided into several sub steps such as Bug Fixes and Updates in the Maintenance step.

In the Figure 6.3 the new methods are introduced, there are connections from the introduced methods to the steps, or sub steps, where they apply. The methods are color-coded for readability and the involved parts are colored by this. For example when the Control Group is applied on a step, or part, that step, or part, goes from gray to gray/red, introducing Linked Documents to the same step makes the part, or step, gray/red/green as seen in Acceptance Testing, System Design, Program Design and Implementation.

Model Compare (blue) is used mainly in the architectural parts of system and program design as well as in maintenance. The Control Group (red) has an effect on all of the steps in the software development process, Linked Documents (green) also affects all the steps. Live Sequence Charts (pink) are used during the formal requirements and the testing.

Note that even though none of the suggested changes directly apply to testing, most of them affect the testing part of the software development process.

The improvement ideas were applied to an already finished project, but the different project phases were altered all the way from the first phase to match the suggested improvements.

6.1 Document Inconsistency

Document inconsistency is a wide spread problem, often found in larger establishments, projects and companies. If a company has different people for the different stages in the development process it is crucial that the correct infor-
Figure 6.1: Improvement proposal plan.

Information always is presented at the different stages. For example; someone in the design group updates a model and does not generate code for this model. The implementation group will implement the latest generated code (not from the models) and hand over to the test group. The test group is going to test this according to the latest model and falsely see that the code is erroneous or, even worse, do not see that the code/model is erroneous.

6.1.1 Method Description

The method suggested here, "linking documents", is related to revision control and it was implemented in the trunk of all of the files related to the work of this thesis. Several revision control systems support arbitrary code execution pre/during/post commit/update executions [32, 33]. During this test we used Bazaar. We also implemented our rule set under version management, to make sure that even if we would revert a version or two the rule set would be correct.

Different rules, or relations, were implemented which could be applied to files. Relations could be either "one to one", "one to many" or "many to many". Other, in this case irrelevant, relations, such as "none to one" or "none to none" were overseen.

The used relations are:

1. A change in fileA requires change in at least one of fileB, ..., fileN.
2. A change in fileA requires change in all of fileA, ..., fileN.
3. A change in fileA or fileB mutually requires a change in the other.

Where, in (1), fileA could be a .pdf file related to its source code, possibly some .tex files. Thusly if pdf is updated the source would have to be changed
Figure 6.2: Map of the software development process.
Figure 6.3: Quality measures attached to the software development process.
as well. This could be checked the other way around (2), if the .pdf file is changed all of the related .tex-files must be changed. And, in (3), the relations can describe any two (or more) files that are mutually related such as a binary and a source code file. Changes in any of the two would require changes in the other. Files that need this type of relationship might be a binary and a source code.

6.1.2 Method Results
As mentioned in 6.1.1 the idea of "linking documents" was validated by implementing it in the trunk containing all of the files related to the work of this thesis. During the time-period which these files were actively part of the work, spanning almost half a year, no document inconsistencies were encountered. Although there were several occurrences during the first period of time where possible inconsistencies were found and caused a correction before submit/commit.

6.2 Simulink Models - Parallel Development
One of the problems derived from the survey presented in Section 1.2.2 was the problematic issue of Simulink models and parallel development. In this chapter it will be described how the problem and possible solutions was investigated.

Source code is managed with a revision control solution which keeps tracks of changes in the code. The main problem is the file type of the models. Keeping track of changes in a model file is not as simple as keeping track of changes in an ordinary source code file. As described in Section 5.2.1 Simulink model files are structured in a specific hierarchical way. A seemingly small change made to the model via the graphical user interface of Simulink produce changes in several sections of the model file itself. Keeping track of the changes made to the model using an ordinary diff utility would be very indistinct. For this reason, traditional parallel development methods using a revision control system is very complex and ineffective when working with models.

6.2.1 Method Description
Existing solutions that would make parallel development, when working with models, easier were investigated. The two most flexible and accessible solutions were evaluated. Each tool was used to find the differences in different releases of a modeled system. The target system was moderately complex, composed by several thousand blocks and connecting lines. The most recent release of the model was compared against three earlier releases to visualize modifications and added features since the old releases.

The following two tools were evaluated.

- **XML-compare** MATLAB Report Generator software includes the tool XML-compare. XML-compare is capable of processing two XML text files and presents the differences in either report form or in a hierarchical view.

XML-compare can also generate a report over the differences between the two files.
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Model Compare

Model Compare is a model comparison software developed by dSPACE. It allows you to compare two Simulink models. Model Compare identifies and visualizes differences between corresponding blocks, lines, stateflow states, properties and Simulink annotations. There is also an option to merge the identified differences.

Even though Model Compare is a stand-alone program, it still uses the graphical user interface of Simulink for the graphical visualization of the differences. Figure 6.4 shows how Model Compare presents color coded model differences visually, using Simulink. Figure 6.5 shows the hierarchical overview in Model Compare.

6.2.2 Method Results

The tools were used to identify and present the differences between the most recent release of a model, and each of the three previous releases nearest in time - starting with the release furthest away. The expected results were a clear view of how the number of differences decreased for each comparison. The differences themselves were also reviewed in detail to verify the correctness of the results.

XML-compare was not able to execute all the comparisons. The program constantly crashed during the loading phase of the biggest model file. This resulted in an incomplete collection of evaluation result data from XML-compare. The comparisons, using less complex models, which could be executed, delivered overall unsatisfying results.

Model Compare was able to execute all tasks throughout the evaluation. Figure 6.6, 6.7 and 6.8 illustrates the decrease in identified differences as the
Figure 6.5: Hierarchical overview in Model Compare.
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Figure 6.6: Number of differences - most recent release compared to a 5 month old release.

Advantages and disadvantages of the tools

Model Compare
+ Is capable of merging differences between two different models.
+ Most changes are visualized in an structured and organized way.
+ Can produce good and practical statistics.
+ Customizable - filter settings etc.
+ Can handle very large and complex model files.
- Changes in large stateflow statements can be hard to comprehend.

XML-compare
+ Is a part of Simulink.
- Is not capable of merging differences between two different models.
- Useless when comparing larger models.
- Unclear presentation of differences.
- No customizable settings.

6.3 Managing Process Information

Almost all of the software development processes create an abundant amount of documents and sometimes complex information. These documents are often deliverables sent between the levels of the software development process to be used in the stages to follow. Problems with these deliverables, for example errors within the documents, often leads to slower progress in later stages of the development.

There are occasions where the people responsible for this documentation are either unaware of exactly what it should contain or just skip parts of it to
Figure 6.7: Number of differences - most recent release compared to a 3 month old release.

Figure 6.8: Number of differences - most recent release compared to a 1 month old release. No new functionality was introduced between these two releases, which Model Compare correctly reported.
finish early with the documentation. The bigger the company is the easier it is to hide such flaws, especially if there are just a few, closely coupled, people working with that input/output-data. In order to handle the documents there must be output-validation to ensure that all deliverables are passed between the different stages of the development process and that they are correct.

6.3.1 Method Description

The solution suggested here to increase the quality of the process information is to implement a control group. The objective of the control group is to control the deliverables between each step of the development model. Figure 6.1 illustrates the suggested implementation of the group. Where errors are found in the documentation the group is to notify the responsible person rather than correct the error themselves. It would be a far too time consuming task for the control group. More importantly, by simply notifying the responsible part of their mistake, the organizations maturity will grow with time and the need for a control group will gradually decrease.

The control group should consist of persons with different roles in the software development model. It should be dynamic and does not necessarily consist of persons involved in the specific project that the group controls. This will encourage experience sharing between, and within, projects which can prove to be very rewarding.

Since only one method, concerning this topic, is suggested, it was implemented as a part of the workflow throughout the work conducted to achieve the results in this thesis. During the thesis work this control group, consisting of the thesis authors themselves, validated all the output-data and gave feedback on possible errors in it.

6.3.2 Method Results

As the work progressed, a notable sum of errors was found in various relevant documentation. If this was done in a real software project the responsible ones would have been notified and urged to correct the errors. In this case, were all of the documents did not originate from the thesis work itself, middle ground had to be found. All of the errors found associated with the documentation that was generated from the thesis work were treated in accordance with the control group. Errors found in documentation gotten from other sources were merely recorded.

At the end of the work, the results were good. Several errors had been found, and where possible corrected, during the work. Errors ranging from incorrect requirements to missing documents were discovered by the control group.

6.4 Formal Specifications

The need for a formal specification is quite obvious; specifications are mostly non verbal which leaves room for misinterpretations. Specifications are going to stay at the company for as long as at least one customer still owns and uses the product related to the specification. This imposes a possible extreme gap in
time between writing and reading the specification, the person responsible for
the specification might not be working at the company, or even alive, any more.

Finding the appropriate formal specification language is a walk on a thin
thread, it needs to be applicable (handle all the "needs") but also carry as
many of the "wants" as possible.

6.4.1 Method Description

To find a suitable formal specification language the first step is to check which
are applicable, in other words, covers all the needed properties. The second
step is to see which of the applicable specification languages that cover most
of the wanted properties. It was determined that the most desirable language
would be one with the capability to define time constrains but still be accessible
enough to be understood and used by a typical software developer.

During the test all but one formal specification language was eliminated.
The one we tested was Live Sequence Charts.

The suitability test was, as a part of the entire test, to translate all the
requirements of one existing software into live sequence charts and use them as
base for the rest of the tests.

The newly created live sequence charts requirements went through an ac-
ceptance test involving software developers who are working with software re-
quirements in their daily work. They were presented with sample live sequence
chart requirements and it was explained to them how it all worked. Feedback
was received.

6.4.2 Method Results

The translation of the requirements took some time – but it did not take longer
than it would take to write purely text based requirements from start. No
problems were experienced in the process of converting the old requirements
to live sequence charts requirements. The main obstacle was to find the most
suitable way of physically creating the requirements as there exists no official
software to create live sequence charts. When a technique once was established,
live sequence charts were created without problems.

The output was, as expected, much more structured and easily followed than
the original text based requirements. Once the reader of the requirements had
covered the little time needed to understand live sequence charts, understanding
them was no problem for persons with typical software development education.

The group of software developers which were introduced to this gave positive
feedback. They implied that this, implemented in the right manner, could result
in better written requirements. This would ease both the understandability of
the software and test case creation.

The only question marks raised was regarding the physical creation of live
sequence charts.

6.5 Testing

As declared in Section 1.4 the improvement suggestions presented in this thesis
shall be validated by applying them to an existing, already completed, software
6.5. TESTING

project. This naturally includes the testing part.

All of the tests associated with the software were re-created based on the live sequence chart requirements instead of the original requirements based only on text. The live sequence chart requirements included real-time aspects which the original requirements lacked. This opened the possibility to add precise real-time based test cases.

Test cases covering all requirements were created. Unfortunately the test cases involving real-time aspects could not be executed properly on the hardware available. There was no way of provoking the system into generating time based responses, interrupts etc. was treated as normal executions. The department where the test cases were executed is some years away from having these types of resources available to them.
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Conclusion and Future Work

In this chapter the conclusions drawn from this thesis are presented, this is divided into four separate sections.

The conclusions are based on how well these implementations, and suggestions, match the goals in Section 1.2.2. None of these improvements are directly aimed at testing but as we see in Figure 6.3 they improve the entire workflow, including testing. According to Section 1.2.2 most of the problems experienced with, and during, testing are not tightly coupled to tests but rather the long tail of earlier mistakes and seemingly harmless errors.

Live Sequence Charts is the closest Real-Time testing this thesis got due to the lack of such resources where the thesis was conducted. It would have been interesting to see how well the LSC-implementations would do in such tests.

7.1 Document Inconsistency

When information is separated, or duplicated, over several places there is a risk of inconsistency. This is often seen in larger projects, organizations and on a regular media such as the Internet where related links can lead to inconsistent information on the same topic.

In projects this might lead to situations where one group is working on outdated material, rendering either their output faulty or the spent work hours useless. With hopes of removing this all together, or at least lowering the frequency of it, the concept of linking information was introduced. Information can be linked with several relationships (see Section 6.1.1) which imply sets of rules on documents. No user can alter information in such a way that inconsistencies are introduced.

The method of linking documents proved to prevent all forms of inconsistencies during the tests, even when reverting to older versions of the trunk there was no occurrence where the trunk was deemed unstable. Meaning there was no code that would give other output than the output presented in the trunk's binary folder. However there is a need to investigate which files are linkable with other files, this is a software development method driven process due to, for example, the fact that documents are created in different orders.
It seems needed to validate the correctness of the documents, especially when there is segregation between requirement specifications, development and testing. It has been proven that just relying on the responsible persons is not enough to keep documents "up to date". For a small period of time this rule set might appear to create overhead and problems for developers or others involved in the project. This might especially seem as a problem if they are used to doing quick changes and pushing these untested to the trunk for someone else to be able to see it.

The "relation" rules should be specified in the trunk so that at each "check out version" these rules are correct. This way there will be no merge-inconsistencies in the rule-sheet and it will not be possible to revert to an unstable version.

Linked Documents was a small Proof of Concept and it would be exciting to test the capabilities of it, perhaps adding more complex rule sets and the possibility to create general rules. Extending the rules with the possibility of making general rules would, in some cases, increase the usability. A small example of a general rule could be basing rules on file-endings/beginnings such as "filename.c and filename.h are responsible for filename" where Linked Documents would associate files such as stack.c and stack.h to the binary file stack.

7.2 Simulink Models - Parallel Development

Working with Simulink Models has in many cases increased understandability, readability and productivity. Although there has yet to be a working standard of managing these types of models in revision managing programs. Problems often occur during branching (see Section 5.1), which most companies work with now a days, this leads to many man hours being spent on trying to read changes in models by hand. There are two main issues, firstly — many companies work with several different models of the same software at the same time. Secondly — changes in a model are not linear to the amount of changes in the model-file located in the repository.

The software provided by dSpace seems to be a good enough tool for diffing and merging branches of simulink models. All of the tests show a positive result, however there are times when chained changes make the program algorithm miss obvious changes or lack of changes. Such as several levels of renaming would for the program seem as completely new sections.

For a good implementation of this program it would be great if the version control system would be able to open the changes automatically and not force the user to do extra work for this. Many version control systems have integrated text "diff" programs and some even support external program calls depending on file type. As a future implementation adding an external program call for the merge/diff of the models would be necessary. Also it would be needed to investigate the reports and raw data the program can output for possible reuse and verification.

7.3 Managing Process Information

From start to finish in a project based on the V-model (see Section 3.2.5) documentation is the communication between customer, architect, developer and
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tester. If information is omitted, rewritten or added in a non correct way the resulting product will be far from the intended product.

To remove issues with omitted, rewritten and added information the deliverables in each project step must be validated. One way of validating information is to enforce templates between the different steps thus creating a nice interface for the different parts to communicate correctly. The process of making such a template that will work for all intended projects might be hard and costly. Another way of doing this is to involve the different roles of the project by creating a small group of people who examine the deliverables and accept or reject them. Accepted deliverables pass through to the next step, rejected deliverables are returned. This is called a control group.

The control group had a big impact during the research; it found errors both simple and complex. One of the most important properties is the inter/intra-project experience exchange that would have occurred if there would have been more time and personnel to test on. When a document is found faulty the person responsible will have to correct it, this takes both time and energy and might in the first iteration seem to add too much work. This is a changing factor; the most common faults/mistakes will quickly disappear due to the amount of people who see these faults. The person who needs to work extra will also begins to recheck his/her work before submitting it and therefore decreasing the amount of work done by the control group.

Over time the control group will have less and less work and the individuals involved in this process will learn more about the work of the others. This will lead to a work environment where people show greater respect for the work of others.

The development of this group is an interesting one, and it would be interesting to see how such a group is working in a year or two when all of the involved parts have gotten more and more acquainted. Until the group has been active for some time there is no saying how to go on from here.

7.4 Formal Specifications

The act of specifying something might seem trivial, but the method of communicating this specification is not. Written communication leaves lots of room for misunderstandings, due to both the fact that the reader cannot ask questions and the fact that the reader and writer might not share vocabularies. Therefore a traditionally written specification is error prone, especially over time. By enforcing a formal way of writing specifications most of these errors could and should be omitted.

Live sequence charts have the possibility to introduce time as an aspect of the specification, it also has requirements for execution. These are both very important in automotive engineering where most logical parts are state machines and all systems are real-time based.

It would take lots of time and effort to translate old requirements into live sequence charts so there will not be an immediate change, but a small gradual change. It would be necessary to develop and implement a good interface, or tool, in which live sequence charts can be generated. This is a key aspect since the developers would get tired of creating these charts if it is harder than writing the same description in text. It would be good if such an implementation, or
tool also could benefit from the completeness of the language and aid in the creation of both source code (or models) and associated test cases. It would also be interesting to see how these specifications are handled in a couple of years.
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Appendix A

Survey results

A.1 Risker med Model Based Development

Svar i punktform. Svar i fetstil visar de vanligaste svaren på var fråga.

1. Vilka uppenbara fördelar ser du med automatgenererad kod från MBD gentemot traditionellt skriven kod?
   - Snabbare utveckling.
   - Lättare att förstå för icke insatta.
   - Lägre kunskapskurva för nya utvecklare.
   - Bra översikt över flödet.
   - Kvalitet på den genererade koden samma var generering.
   - Lättare att sätta upp testmiljöer.
   - Mindre tid behöver läggas på kodning, kan läggas på funktionsframtagning istället.

2. Är farhågorna (om några) befintliga i MBD generellt? Eller i automatgenering?
   - Ibland onödigt komplicerade lösningar.
   - Versionshantering av modellfiler är svårt.
   - Den genererade koden följer inte Scania-standard eller certifieringsstandard.
   - Designers saknar ofta kunskap om programmering i inbyggda system.
   - Genererad kod kräver mer resurser.
   - Enkelt att göra fel då funktionaliteten göms i block.
   - Svårare att felsöka.
2a. Har du stött på några särskilda problem som orsakat kvalitetsstörningar? Hur löstes dessa?

- Hantering av flyttal.
- Tidigare fanns dåligt med riktlinjer för modellering.
- Vid incheckning av modell så har man glömt att generera kod innan. Resulterade i inkonsekvens mellan modell och kod.
- Utbyte av block i modeller har gått för snabbt ibland, vilket har resulterat i fel.

3. Finns risken att även om man följer en modell för kodgenerering hela vägen ändå i slutänden behöver koda vissa delar kod för hand?

- Nej, inte om man har bra arkitektur.
- Korrigera vissa dubbeldefinieringar.
- Programmering av gränssnitt.


- Konfigurationsfel.
- Optimering.

4. Ser du några problem med modellhantering? (t.ex. små ändringar så som namnsättning av signaler)

- Modeller går inte att versionshantera godtagbart i dagsläget.

5. Finns det eventuella problem vid integration av modellgenererad kod - manuellt skriven kod?

- Nej.

6. Tror du det finns några specifika typer av fel som man missar vid testning p.g.a. arbetssätt (MBD gentemot traditionellt skrivna tester)?

- Nej.
- Testning av typen white-box blir svårare.
- Simuleringen missar timing-fel.
- Risk finns om samma person som skriver testet har skapat modellen.
6a. Behövs extra tester för MBD? Kan vi förbise vissa tester?
   • Resurstester behövs.
   • Nej.
   • Testning av kodgeneratorn.
   • Regressionstester fås automatiskt vid MBD.

7. Vad vill du förbättras inom framtida utvecklig med hjälp av MBD på SCANIA?
   • Versionshanteringen av modeller.
   • Bättre konfigureringsmöjligheter för kodgeneratorn.
   • Fortsatt utveckling av guidelines för modellering.
   • Bättre testmotorer.
   • Sammanlägning av de olika testplattformarna.
   • Specifikationer ska ej skrivas av modelleraren.

8. Vad har du för erfarenhet av test av MBD/autokod? Fördelar? Risker?
   • Möjliheten till simulering är en stor fördel.
   • Sällan stora funktionalitetsfel vid MBD.
   • De automatiska regressionstesterna är en fördel.
   • Svårt att testa input/output-lager.
   • Risk, är modell och kod samma version?